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# Introduction

This document will explore all the classes in the MvRock framework. Each variable and function will be explained. This introduction will cover each package in the framework and its general purpose.

## model

The models package holds the classes that represent MvRock objects. These objects range from users and buddies to song lists. There are three types of song lists: You May Like, You Liked, and Station. The MvRockModel is a class used to hold all these objects in one static location for easy access. Programmatically most model objects are derived from the abstract class MvRockModelObject.

## thread

In the threads package are all the thread classes. These threads start ALL network communications to either fetch data from the MvRock database or to store data in the database. Threads are the objects used to interface with the MvRock backend database.

## uicomponent

The uicomponent package holds all the Android UI component objects. Such objects include ListViews, ImageViews, etc. The uicomponent package can be split into smaller packages: drawer, player, playlist, and station. The drawer package holds the classes for the sliding drawer layout used to navigate between the different playlists. The player package holds the YouTubePlayerFragment and the user buttons (like, dislike, share, etc.) components of the interface. The playlist holds all the ListViews and Adapter classes. The station package holds the classes responsible for station searching and displaying station songs. The MvRockUiComponent is a class used to hold all these UI components in one static location for easier access. The MvRockUiComponentObject is an abstract class used as template for the UI components and is the parent for most UI components.

## view

In the view package are the fragments. A fragment is similar to an activity window. The two main fragments used are the MvRockFragment and the FbLoginFragment. The YouTubePlayerFragment is located in the uicomponent.player package. The playlist fragments are used in the right floating menu. MainActivity is responsible for selecting the right fragment to show. MvRockView is used to hold static instances of the fragments and MainActivity for easier access.

# view.MainActivity

This is the main and only activity of the MvRock. This activity controls the transitioning between the FbLoginFragment and MvRockFragment. An activity follows the lifecycle show below:

![http://i.stack.imgur.com/bJorB.jpg](data:image/jpeg;base64,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)

## Fields

|  |  |  |
| --- | --- | --- |
| String | USER\_SKIPPED\_LOGIN\_KEY | the key for whether the user skipped login |
| String | TAG | for logging |
| long | TIMEOUT | the time frame for the user to double-press back and exit the app |
| long | backPressTime | used to hold the time value for double-press back exit |
| boolean | userSkippedLogin | Boolean whether the user skipped login |
| AccessTokenTracker | accessTokenTracker | Facebook class that provides the session access token |
| ProfileTracker | profileTracker | Facebook class that provides the user’s profile |
| CallbackManager | callbackManager | Facebook class that handles callbacks for certain events, such as onActivityResult |

## Functions

|  |  |
| --- | --- |
| void | **onCreate(Bundle savedInstanceState)**  savedInstanceState – the Bundle used to restore the activity state  Called to initialize MainActivity and set its layout. |
| void | **onResume()**  Called when the activity is showing again. Activates FaceBook’s AppEventsLogger. |
| void | **onPause()**  Called when the activity is partially covered. Saves the cache’s data to phone memory. Deactivates FaceBook’s AppEventsLogger. |
| void | **onDestroy()**  Called when the activity is being destroyed (when the app is exiting). Stops the accessTokenTracker and profileTracker. |
| void | **onActivityResult(int requestCode, int resultCode, Intent data)**  requestCode – the code used to start the activity  resultCode – the outcome of the request  data – the data attached to the request  This is called when the user wants to login or logout of Facebook. CallbackManager handles the login and logout procedure here. |
| void | **onBackPressed()**  This handles the double-press back to exit logic. |
| void | **showFragment(int fragmentIndex, boolean addToBackStack)**  fragmentIndex – the index of the fragment to show  addToBackStack – whether to add the fragment transaction to the back stack  This function calls the FragmentManager and begins the transaction to switch fragments. |

# view.DeveloperKey

This class simply holds the developer key for the YouTube player.

## Fields

|  |  |  |
| --- | --- | --- |
| String | DEVELOPER\_KEY | the key for the YouTube player |

# view.MvRockView

The class is used to hold some constants and static variables used in the functions of MainActivity and other various classes.

## Fields

|  |  |  |
| --- | --- | --- |
| YouMayLikePlayListFragment | YouMayLikePlayListFragment | holds an instance |
| YouLikedPlayListFragment | YouLikedPlayListFragment | holds an instance |
| StationPlayListFragment | StationPlayListFragment | holds an instance |
| StationListFragment | StationListFragment | holds an instance |
| MainActivity | MainActivity | holds an instance |
| int | FBLOGIN\_FRAG | index given to the FbLoginFragment in FragmentList |
| int | MVROCK\_FRAG | index given to the MvRockFragment in FragmentList |
| int | FB\_LOGOUT | value used to determine if the user is logging out of FaceBook |
| int | NOW\_SHOWING\_POSITION | index for now showing in drawer |
| int | MY\_STATION\_POSITION | index for my stations in drawer |
| int | LOGOUT\_POSITION | index for logout in drawer |

# view.fragment.FacebookLoginFragment

This is the fragment used to handle Facebook login.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
| View | **onCreateView(LayoutInflater inflater, ViewGroup container, Bundle savedInstanceState)**  inflater – the LayoutInflater to create the layout  container – the ViewGroup the view belongs to  savedInstanceState – the Bundle used to restore the fragment’s view states  Returns View – the layout view of the fragment  This function is called to create the fragment layout and the Facebook login button. The button is set the required permissions and initiates the logging in process. |

# view.fragment.MvRockFragment

This fragment holds the main MvRock view. This is where all the buttons, list views, adapters, and threads will be used. The user will be spending most of his time here.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
|  | **MvRockFragment()**  This is the default constructor. It calls the default constructor of each of the UI components. |
| View | **onCreateView(LayoutInflater inflater, ViewGroup container, Bundle savedInstanceState)**  inflater – the LayoutInflater to create the view  container – the parent ViewGroup  savedInstanceState – the Bundle to restore the view states  Returns View – the view of the fragment  Initializes all the MvRock UI components and hides the ActionBar. |
| boolean | **onOptionsItemSelected(MenuItem item)**  item – the MenuItem selected  Returns boolean – whether the selection is handled  This is called when a menu item is selected. It is used to invite friends to MvRock or logout of Facebook. |
| void | **onCreateOptionsMenu(Menu menu, MenuInflater inflater)**  menu – the menu to create  inflater – the MenuInflater to create the menu  Creates the menu and initializes the StationSearchView. |
| void | **onConfigurationChanged(Configuration newConfig)**  newConfig – the new Configuration  Sends the new configuration to the left drawer toggle. |
| void | **onSaveInstanceState(Bundle state)**  state – the Bundle to save the fragment’s state  This is called when the fragment is saving its state. Saves the current time of the currently playing video to be used when the app is restored. |
| void | **onViewStateRestored(Bundle state)**  state – the Bundle to restore the state  Called to restore the currently playing song’s time. |

# view.fragment.StationListFragment

This fragment is used to initialize the station list fragment.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| TextView | title | the TextView to hold the title |
| ImageView | refreshButton | the ImageView to refresh the list |

## Functions

|  |  |
| --- | --- |
|  | **StationListFragment()**  Creates the station’s views. |
| View | **onCreateView(LayoutInflater inflater, ViewGroup container, Bundle savedInstanceState)**  inflater – the LayoutInflater to create the view  container – the parent ViewGroup  savedInstanceState – the Bundle to restore the view states  Returns View – the right drawer view  Initializes the station views. |

# view.fragment.StationPlayListFragment

This fragment is used to initialize the station play list fragment.

## Fields

|  |  |  |
| --- | --- | --- |
| TextView | title | the TextView to hold the title |
| ImageView | cancelButton | the ImageView to cancel the station playlist and return to the station list |

## Functions

|  |  |
| --- | --- |
|  | **StationPlayListFragment()**  Initializes the StationPlayListView. |
| View | **onCreateView(LayoutInflater inflater, ViewGroup container, Bundle savedInstanceState)**  inflater – the LayoutInflater to create the view  container – the parent ViewGroup  savedInstanceState – the Bundle to restore the view states  Returns View – the right drawer view  Initializes the station playlist views. |

# view.fragment.YouLikedPlayListFragment

This fragment is used to initialize the you liked playlist fragment.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| TextView | title | the TextView to hold the title |
| ImageView | refreshButton | the ImageView to refresh the list |

## Functions

|  |  |
| --- | --- |
|  | **YouLikedPlayListFragment()**  Creates the YouLikedPlayListView. |
| View | **onCreateView(LayoutInflater inflater, ViewGroup container, Bundle savedInstanceState)**  inflater – the LayoutInflater to create the view  container – the parent ViewGroup  savedInstanceState – the Bundle to restore the view states  Returns View – the right drawer view  Initializes the you liked playlist views. |
| void | **onResume()**  Called when the fragment resumes. Refreshes the YouLikePlayListView. |

# view.fragment.YouMayLikePlayListFragment

This fragment is used to initialize the you may like playlist fragment.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| TextView | title | the TextView to hold the title |
| LanguageButton | languageButton | the button to change the you may like videos’ language |

## Functions

|  |  |
| --- | --- |
|  | **YouMayLikePlayListFragment()**  Creates the YouMayLikePlayListView and LanguageButton. |
| View | **onCreateView(LayoutInflater inflater, ViewGroup container, Bundle savedInstanceState)**  inflater – the LayoutInflater to create the view  container – the parent ViewGroup  savedInstanceState – the Bundle to restore the view states  Returns View – the right drawer view  Initializes the you may like playlist views and the language button. |
| void | **onResume()**  Called when the fragment resumes. Refreshes the YouMayLikePlayListView. |
| void | **update()**  Used to update the image of the language button when the language is changed. |

# uicomponent.MvRockUIComponent

This class holds the UI components of the MvRockFragment in static variables for easy access.

## Fields

|  |  |  |
| --- | --- | --- |
| YouMayLikePlayListView | YouMayLikePlayListView | holds an instance |
| YouLikedPlayListView | YouLikedPlayListView | holds an instance |
| StationPlayListView | StationPlayListView | holds an instance |
| MvRockYoutubePlayerFragment | MvRockYoutubePlayer | holds an instance |
| MvRockTabHost | MvRockTabHost | holds an instance |
| LeftDrawerToggle | LeftDrawerToggle | holds an instance |
| StationCancelButton | StationCancelButton | holds an instance |
| StationListView | StationListView | holds an instance |
| StationSearchView | StationSearchView | holds an instance |
| SearchStationListView | SearchStationListView | holds an instance |
| RightFloatingMenu | RightFloatingMenu | holds an instance |
| MvRockDrawer | MvRockDrawer | holds an instance |
| SongView | songView | holds an instance |
| ArtistView | artistView | holds an instance |
| ToolbarView | toolbarView | holds an instance |
| CommentView | commentView | holds an instance |

# uicomponent.MvRockUiComponentObject

This abstract class is a template for the UI components in MvRockFragment. All children must implement the function Init() which is used to initialize the component.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
|  | **MvRockUiComponentObject()**  Appends UiComponent. to TAG |
| void | **Init()**  This is an abstract function implements by the descendants to initialize themselves. |

# uicomponent.drawer.ExpandableListAdapter

This adapter is used to populate the data in the drawer by creating the views necessary.

## Fields

|  |  |  |
| --- | --- | --- |
| Context | \_context | holds a Context instance |
| List<String> | \_listDataHeader | holds a list of strings that represent the titles of each view in the expandable list view |
| HashMap<String, List<String>> | \_listDataChild | holds the list of strings for each group view listed in \_listDataHeader |

## Functions

|  |  |
| --- | --- |
|  | **ExpandableListAdapter(Context context, List<String> listDataHeader, HashMap<String, List<String>> listChildData)**  context – a Context instance  listDataHeader – the String names for the groups  listChildData – the String names for the children in the groups  The constructor. Stores the parameters in fields. |
| Object | **getChild(int groupPosition, int childPosition)**  groupPosition – the group to select  childPosition – the child to select  Returns Object – the child to return  Returns the selected child, which in this case is a String object. |
| long | **getChildId(int arg0, int arg1)**  arg0– the group to select  arg1– the child to select  Returns long – the child Id  Returns the selected child Id. |
| View | **getChildView(int groupPosition, int childPosition, boolean isLastChild, View convertView, ViewGroup parent)**  groupPosition – the group to select  childPosition – the child to select  isLastChild – whether this is the last child view  convertView – the view to use for this child  parent – the parent ViewGroup  Returns View – the child view  Returns the selected child view and if it does not exist, creates it. |
| int | **getChildrenCount(int arg0)**  arg0 – the group to select  Returns int – the number of children  Returns the number of children in the group. |
| Object | **getGroup(int arg0)**  arg0 – the group to select  Returns Object – the selected group  Returns the group view. |
| int | **getGroupCount()**  Returns int – the number of groups  Returns the number of groups. |
| long | **getGroupId(int arg0)**  arg0 – the group to select  Returns long – the group Id  Returns the selected group Id |
| View | **getGroupView(int groupPosition, boolean isExpanded, View convertView, ViewGroup parent)**  groupPosition – the group to select  isExpanded – whether the selected group is expanded  convertView – the view to use for this group  parent – the parent ViewGroup  Returns View – the group view  Returns the selected group view and if it does not exist, creates it. |
| boolean | **hasStableIds()**  Returns whether the views in this adapter has stable Ids (non-changing). Returns false. |
| boolean | **isChildSelectable(int arg0, int arg1)**  arg0 – the group to select  arg1 – the child to select  Return whether the given child can be selected. Returns true. |

# uicomponent.drawer.LeftDrawerToggle

This class handles the toggling action of the left drawer in MvRockFragment.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| Activity | activity | holds a reference to MainActivity |

## Functions

|  |  |
| --- | --- |
|  | **LeftDrawerToggle(Activity activity, DrawerLayout drawerLayout, int drawerImageRes, int openDrawerContentDescRes, int closeDrawerContentDescRes)**  activity – the MainActivity  drawerLayout – the DrawerLayout for this toggle  drawerImageRes – the image resource Id  openDrawerContentDescRes – the resource Id for the content description  closeDrawerContentDescRes – the resource Id for the content description  Initializes the drawer toggle. Stores an instance of MainActivity in a field. |
| void | **onDrawerClosed(View view)**  view – the drawer view  Called when the drawer is closed. |
| void | **onDrawerOpened(View drawerView)**  drawerView – the drawer view  Called when the drawer is opened. Sets the action bar title to MvRock. |

# uicomponent.drawer.LeftTopDrawer

The class represents the left drawer in MvRockFragment. This is used to access what is showing, the user’s stations, and the logout button.

## Fields

|  |  |  |
| --- | --- | --- |
| DrawerLayout | leftDrawerLayout | holds an instance of the left drawer |
| ArrayList<String> | leftDrawerDirectory | holds the list of group names to be used in the adapter |
| HashMap<String, List<String>> | leftDrawerChildDirectory | holds the list of child names to be used in the adapter |
| ExpandableListAdapter | leftDrawerListAdapter | the list adapter used to populate the views in the drawer |
| ExpandableListView | leftDrawerListview | the expandable list view in the left drawer |

## Functions

|  |  |
| --- | --- |
|  | **LeftTopDrawer()**  Appends LeftTopDrawer to TAG for logging. |
| void | **Init()**  Initializes all fields. Sets onClick listeners to views and sets the LeftDrawerToggle. |
| void | **FBLogoutByThread()**  Starts the thread to logout of FaceBook. |
| void | **AddStationList()**  Sets the children of the user’s stations and creates and sets the adapter to populate the expandable list view of the drawer. |

# uicomponent.drawer.MvRockDrawer

This class models the MvRockDrawer. This is the right drawer in the MvRockFragment. This drawer holds the different play lists: you may like, you liked, and station. This class handles the drawer slide which slides the main content view when either the left or right drawer slides.

## Fields

|  |  |  |
| --- | --- | --- |
| DrawerLayout | mDrawerLayout | this holds the right drawer layout |
| ActionBarDrawerToggle | mDrawerToggle | this holds the right drawer toggle to handle the drawer actions |
| FrameLayout | frame | The main view of the MvRockFragment |
| FrameLayout | leftFragment | The left fragment of the left drawer |
| FrameLayout | rightFragment | The right fragment of the right drawer |
| float | lastTranslate | used to hold float value used in the animation of sliding the main content view |

## Functions

|  |  |
| --- | --- |
|  | **MvRockDrawer()**  The default constructor. Does nothing. |
| void | **Init()**  Initializes the drawer toggle and sets the drawer layout. |
| void | **DrawerSlide(View drawerView, float slideOffset)**  drawerView – the drawer view that is sliding  slideOffset – how much the drawer is sliding  Creates the sliding animation for the main MvRock view as the drawer slides. |

# uicomponent.player.LanguageButton

This class models the language button to change the you may like videos’ language.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | languageButton | the ImageView holding the language button |

## Functions

|  |  |
| --- | --- |
|  | **LanguageButton()**  The default constructor. Appends to TAG. |
| void | **Init()**  Sets the onClickListener to show a dialog to change the language. |
| void | **changeLanguageByThread(int lang)**  lang – the index of the language to change to  Starts the thread to change the language of the you may like videos. |

# uicomponent.player.MvRockYoutubePlayerFragment

This fragment holds the YouTube player used to play videos. When videos starts, information about the video is gathered from the database and the thumbs up and thumbs down buttons are updated. When videos end, the next video is played. When the player is first initialized, the first video is played.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| YouTubePlayer | YouTubePlayer | the YouTube player used for YouTube video playback |

## Functions

|  |  |
| --- | --- |
| void | **Init()**  Initializes the YouTube player fragment with the developer key and assigns the PlayerStateChangeListener to handle video playback events. |
| void | **updateCurrentSong()**  Called when a new video is loaded. This updates all fields in CurrentSong with information from the new video. It also updates the views to reflect the new information and starts the GetNewSongDataThread to retrieve the new video information. Hides or shows the recommendation views as necessary. |

# uicomponent.player.NextSongButton

This class holds the ImageView for the next song button. Clicking on this ImageView will play the next song in the play list. This has the same function for when a video ends.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | nextSongImage | view containing the next song image |

## Functions

|  |  |
| --- | --- |
|  | **NextSongButton()**  Appends NextSongButton to TAG for logging |
| void | **Init()**  Initializes the ImageView by setting the onClickListener to play the next video |

# uicomponent.player.PlayerControlButton

This is an abstract class that models a player control button.

## Functions

|  |  |
| --- | --- |
| void | **PostRatingByThread(int flag)**  flag – the rating; 1 for liked, 0 for neutral, and -1 for disliked  Creates and starts the thread to set the user’s rating on the current video and stores the rating in the database. |
| void | **playNextSongAfterRemovedASongFromYoulikedList()**  Plays the next song after removing a video from the you liked list. |

# uicomponent.player.ReportButton

This class models the report button and is used to report a video for inappropriate content.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | reportSongImage | view holding the report image |

## Functions

|  |  |
| --- | --- |
|  | **ReportButton()**  Appends ReportButton to TAG for logging. |
| void | **Init()**  Initializes the report button by setting the onClickListener to open the report dialog. |
| void | **showReportDialog()**  Creates and shows the report AlertDialog. Sends the message to the MvRock dialog for storage and subsequently sends an notification email of the report. |

# uicomponent.player.SendSongButton

This class models the send song button to send the video to selected Facebook friends.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | sendSongImage | view holding the send song image |

## Functions

|  |  |
| --- | --- |
|  | **SendSongButton()**  Appends SendSongButton to TAG for logging. |
| void | **Init()**  Initializes the send song button by setting the onClickListener to start the Facebook message dialog to send the video to selected friends. |

# uicomponent.player.ShareButton

This class models the share button used to share the current video.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | shareSongImage | view holding the share image |

## Functions

|  |  |
| --- | --- |
|  | **ShareButton()**  Appends ShareButton to TAG for logging. |
| void | **Init()**  Initializes the share button by setting the onClickListener to start the Facebook share dialog and to start the share thread for MvRock. |
| void | **shareMvRockByThread()**  Creates and starts the thread to share the video in MvRock by storing it in the database. |

# uicomponent.player.ThumbDownButton

This class models the thumbs down button used to dislike the video. When the button is clicked, the rating is sent to the database and the thumbs up and thumbs down Drawables are updated to reflect the new rating. If the song removed is from the you liked list, the next song is played.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | dislikeSongImage | view holding the dislike image |

## Functions

|  |  |
| --- | --- |
|  | **ThumbDownButton** **()**  Appends ThumbDownButton to TAG for logging. |
| void | **Init** **()**  Initializes the thumbs down button by setting the onClickListener. The listener starts the thread to store the rating in the database and updates the thumbs up and down Drawables. It also removes the video from the you liked list. |

# uicomponent.player.ThumbUpButton

This class models the thumbs up button used to like videos. When the button is clicked, the rating is sent to the database and the thumbs up and thumbs down drawables are updated to reflect the new rating. The song is then added to the you liked list.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | likeSongImage | view holding the like image |

## Functions

|  |  |
| --- | --- |
|  | **ThumbUpButton** **()**  Appends ThumbUpButton to TAG for logging. |
| void | **Init** **()**  Initializes the thumbs up button by setting the onClickListener. The listener starts the thread to store the rating in the database and updates the thumbs up and down Drawables. It also adds the video to the you liked list. |
| void | **getOneRecSongByThread()**  Starts the function to get one recommended song after liking a song on the you may like list. |

# uicomponent.playlist.ArtistView

This models the artist section in MvRockFragment. It displays the artist image and the artist name.

## Fields

|  |  |  |
| --- | --- | --- |
| TextView | artistNameView | the TextView holding the artist name |
| ImageView | artistImageView | the ImageView holding the artist image |
| Button | subscribeButton | the Button used to subscribe to the artist |

## Functions

|  |  |
| --- | --- |
| void | **Init** **()**  Sets the onClickListener for the subscribe button. |
| void | **update** **()**  Updates artistNameView, artistImageView, and subscribeButton with CurrentSong information. |

# uicomponent.playlist.CommentListAdapter

This is the adapter used to populate the NonScrollListView used for the comments.

## Fields

|  |  |  |
| --- | --- | --- |
| ArrayList<Drawable> | authorPicture | the list holding the commenter’s image |
| int | VIEW\_TYPE | 1; constant used for distinguishing a view |
| int | TYPE\_1 | 0; constant used for distinguishing a view |
| LayoutInflater | inflater | used to inflate a view |

## Functions

|  |  |
| --- | --- |
| void | **CommentListAdapter(ArrayList<String> userID)**  userID – the list of the commenters’ user ids  Initializes inflater and grabs the commenters’ images from userID and stores them in authorPicture |
| int | **getCount()**  Returns the number of comments |
| Object | **getItem(int position)**  position – the index to retrieve the object  Returns Object – the list object at the specified position |
| long | **getItemId(int position)**  position – the index to retrieve from  Returns long – the item’s id |
| View | **getView(int position, View convertView, ViewGroup parent)**  position – the index to retrieve from  convertView – the view to use  parent – the parent ViewGroup  Returns View – the view at the position specified; creates it if necessary |
| int | **getViewTypeCount()**  Returns int – the VIEW\_TYPE constant |
| int | **getItemViewType(int position)**  position – the position to retrieve from  Returns int – the TYPE\_1 |
| ArrayList<Drawable> | **getAuthorAvatar(ArrayList<String> userID)**  userID – the list of the commenters’ user ids  Returns ArrayList<Drawable> – the list of profile pictures  Starts the thread to retrieve the profile pictures of the user ids. |

# uicomponent.playlist.CommentView

This models the comments section in the MvRockFragment. It displays the comments on the video and handles sending new comments to the database.

## Fields

|  |  |  |
| --- | --- | --- |
| ArrayAdapter<String> | userNameArray | the array holding the usernames of the commenters |
| NonScrollListView | commentList | the comment list |
| TextView | commentNumber | the TextView holding the number of comments |
| ImageView | userAvatar | the ImageView holding the user’s profile picture |
| MultiAutoCompleteTextView | textInput | the view that allows the user to type a new comment |

## Functions

|  |  |
| --- | --- |
|  | **CommentView()**  Initializes some fields. |
| void | **Init()**  Initializes by settings the user’s profile picture to userAvatar, setting the number of comments to commentNumber, and assigning listeners. |
| void | **setNewComment(String str)**  str – the new comment  Starts the thread to send the comment. |
| void | **showComment()**  Function that shows the comments. |
| void | **getTheNewInfoAfterSetComment()**  Creates and starts the GetNewSongDataThread to retrieve the newly updated comments after submitting a comment. |
| void | **update()**  Updates the number of comments TextView. |

# uicomponent.playlist.MvRockTabHost

This models the TabHost object used to switch between play lists. There are two tabs: You May Like and You Liked. The You May Like tab can turn into a Stations tab when a station is selected.

## Fields

|  |  |  |
| --- | --- | --- |
| TabHost | TabHost | stores the TabHost instance |

## Functions

|  |  |
| --- | --- |
|  | **MvRockTabHost** **()**  The default constructor appends MvRockTabHost to TAG and store a new TabHost instance in the TabHost field. |
| void | **Init** **()**  Does nothing. Commented out. |

# uicomponent.playlist.NonScrollListView

This models the list view used for the comments.

## Functions

|  |  |
| --- | --- |
|  | **NonScrollListView(Context context)**  context – a Context instance  Passes on to parent constructor. |
|  | **NonScrollListView(Context context, AttributeSet attrs)**  context – a Context instance  attrs – the attributes retrieved from xml  Passes on to parent constructor. |
|  | **NonScrollListView(Context context, AttributeSet attrs, int defStyle)**  context – a Context instance  attrs – the attributes retrieved from xml  defStyle – the default style  Passes on to parent constructor. |
| void | **onMeasure(int widthMeasureSpec, int heightMeasureSpec)**  widthMeasureSpec – horizontal space requirements as imposed by the parent  heightMeasureSpec – vertical space requirements as imposed by the parent  Function called when measuring the size of the list view. Used to implement non-scrolling in this case. |

# uicomponent.playlist.PlaylistAdapter

This adapter is used to populate the list views for a song list. It creates the views for each song and displays them in the list.

## Functions

|  |  |
| --- | --- |
|  | **PlaylistAdapter** **(Context context, ArrayList<Map<String, String>> song\_info, String[] from, int[] to)**  context – a Context instance  song\_info – list of all the song’s information  from – array of the map keys to select data from  to – array of view Ids to assign the data to  Appends UIComponent. to TAG and calls the parent constructor. |
| View | **getView** **(int position, View convertView, ViewGroup parent)**  position – the position of the view in the ListView  convertView – the view to use  parent – the parent ViewGroup  Returns View – the view at the position in the ListView  Inflates the view if it does not exist and sets the song’s name and artist’s name. Returns the view. |

# uicomponent.playlist.PlayListView

This abstract class models a playlist list view. The purpose of this of this class is to specify common fields and functions in all playlists to create coherency.

## Fields

|  |  |  |
| --- | --- | --- |
| ListView | playListview | the list view to hold the playlist |
| Context | context | holds an instance of Context |

## Functions

|  |  |
| --- | --- |
|  | **PlayListView(Context context)**  context – a Context instance  Initializes the playlist and set the TAG to UIComponent. for logging. |
| boolean | **isAvailable()**  Returns boolean – whether the playlist is available  Returns whether the playlist is available. |
| void | **setAvailable()**  Sets the playlist to be available. |
| void | **RequestPlayListByThread()**  Creates and starts the thread to fetch a playlist from the database. |
| void | **RefreshListView()**  Refreshes the list view to show changes. |
| void | **Init()**  Initializes the playlist list view. |
| ArrayList<Drawable> | **RequestImageListByThread(List<Map<String, String>> song\_info)**  song\_info – the list of song information  Starts the thread to retrieve the video images from YouTube and returns the list of the images when done. |

# uicomponent.playlist.RightFloatingMenu

This models the 3rd party library CircularFloatingActionMenu. This “menu” handles the right drawer for the MvRockFragment.

## Fields

|  |  |  |
| --- | --- | --- |
| FloatingActionButton | actionButton | the floating button on the bottom right of the screen; it used to slide open the right drawer and to switch between the different play lists |
| ImageView | youMayLikePlayListButton | the image view used for the content of the SubActionButton for the YouMayLike button; holds the YouMayLike drawable |
| ImageView | youLikedPlayListButton | the image view used for the content of the SubActionButton for the YouLiked button; holds the YouLiked drawable |
| ImageView | stationPlayListButton | the image view used for the content of the SubActionButton for the Station button; holds the Station drawable |
| FloatingActionMenu | actionMenu | the action menu that holds the three SubActionButton and attached to actionButton to facilitate play list switching |

## Functions

|  |  |
| --- | --- |
|  | **RightFloatingMenu()**  Creates an ImageView and assigns it to RightDrawerControlButton. |
| void | **Init()**  Initializes all the fields; attaches an onStateChangeListener to actionMenu to open the right drawer when the action button is pressed; attaches onClickListeners to the three SubActionButton buttons to switch between the three playlists. |

# uicomponent.playlist.SongView

This models the song section in MvRockFragment. It displays the song name and the recommendation reason.

## Fields

|  |  |  |
| --- | --- | --- |
| TextView | songNameView | the TextView holding the song name |
| TextView | recommendationTitleView | the TextView holding the recommendation title |
| TextView | recommendationReasonView | the TextView holding the recommendation reason |

## Functions

|  |  |
| --- | --- |
| void | **Init** **()**  Does nothing. |
| void | **update** **()**  Updates songNameView and recommendationReasonView with CurrentSong information. |
| void | **hideRecommendation()**  Hides the recommendation title and recommendation reason views. |
| void | **showRecommendation()**  Shows the recommendation title and recommendation reason views. |

# uicomponent.playlist.StationPlayListAdapter

This adapter creates the views necessary for the station playlist. The station playlist uses the same list view as the you may like list view.

## Functions

|  |  |
| --- | --- |
|  | **StationPlayListAdapter(Context context, String[] from, int[] to)**  context – a Context instance  from – the map keys to get information from  to – the view Ids to put the information to  Initiates the adapter by setting the TAG and calls the parent constructor. |
| View | **getView(int position, View convertView, ViewGroup parent)**  position – the position of the view in the ListView  convertView – the view to use  parent – the parent ViewGroup  Returns View – the view at the specified position  Sets the song image and returns the view. |

# uicomponent.playlist.StationPlayListView

This class models the station playlist list view. Functions include requesting the playlist from the database and refreshing the list view for new content.

## Functions

|  |  |
| --- | --- |
|  | **StationPlayListView()**  Appends to TAG for logging and passes MainActivity to parent. |
| boolean | **isAvailable()**  Returns boolean – whether the list view is selected  Returns whether the station list view is selected. |
| void | **setAvailable()**  Sets station list view as selected. |
| void | **RequestPlayListByThread()**  Creates and starts the thread for fetching the station song list from the database. |
| void | **RefreshListView()**  Starts the thread to download the playlist images. Creates an adapter to populate the list view. |
| void | **Init()**  Initializes the station playlist list view by calling RefreshListView. Sets the onItemClickListener to play the selected video when an item on the list view is pressed. |

# uicomponent.playlist.ToolbarView

This class models the video toolbar.

## Fields

|  |  |  |
| --- | --- | --- |
| TextView | thumbUpNumber | the TextView holding the number of likes |
| TextView | thumbDownNumber | the TextView holding the number of dislikes |
| NextSongButton | nextSongButton | the next song button |
| ThumbUpButton | thumbUpButton | the thumb up button |
| ThumbDownButton | thumbDownButton | the thumb down button |
| ShareButton | shareButton | the share button |
| SendSongButton | sendSongButton | the send song button |
| ReportButton | reportButton | the report button |

## Functions

|  |  |
| --- | --- |
|  | **ToolbarView()**  Appends to TAG for logging and instantiates the fields. |
| void | **Init()**  Initializes the fields. |
| void | **update()**  Updates the number of likes and dislikes TextViews. Updates the buttons to either the colored or non-colored versions. |

# uicomponent.playlist.YouLikedPlayListAdapter

This adapter populates the you liked playlist list view.

## Functions

|  |  |
| --- | --- |
|  | **YouLikedPlayListAdapter** **(Context context, String[] from, int[] to)**  context – a Context instance  from – the map keys to get information from  to – the view Ids to put the information to  Initiates the adapter by setting the TAG and calls parent constructor. |
| View | **getView(int position, View convertView, ViewGroup parent)**  position – the position of the view in the ListView  convertView – the view to use  parent – the parent ViewGroup  Returns View – the view at the specified position  Sets the song image and returns the view. |

# uicomponent.playlist.YouLikedPlayListView

This class models the you liked playlist list view. Functions include requesting the playlist from the database and refreshing the list view for new content.

## Functions

|  |  |
| --- | --- |
|  | **YouLikedPlayListView()**  Appends to TAG for logging and passes MainActivity to parent. |
| boolean | **isAvailable()**  Returns boolean – whether the list view is selected  Returns whether the you liked list view is selected. |
| void | **setAvailable()**  Sets you liked list view as selected. |
| void | **RequestPlayListByThread()**  Creates and starts the thread for fetching the you liked song list from the database. |
| void | **RefreshListView()**  Starts the thread to download the playlist images. Creates an adapter to populate the list view. |
| void | **Init()**  Initializes the you liked playlist list view by calling RefreshListView. Sets the onItemClickListener to play the selected video when an item on the list view is pressed. |

# uicomponent.playlist.YouMayLikePlayListAdapter

This adapter populates the you may like playlist list view.

## Functions

|  |  |
| --- | --- |
|  | **YouMayLikePlayListAdapter(Context context, String[] from, int[] to)**  context – a Context instance  from – the map keys to get information from  to – the view Ids to put the information to  Initiates the adapter by setting the TAG and calls the parent constructor. |
| View | **getView(int position, View convertView, ViewGroup parent)**  position – the position of the view in the ListView  convertView – the view to use  parent – the parent ViewGroup  Returns View – the view at the specified position  Sets the song image and returns the view. |

# uicomponent.playlist.YouMayLikePlayListView

This class models the you may like playlist list view. Functions include requesting the playlist from the database and refreshing the list view for new content.

## Functions

|  |  |
| --- | --- |
|  | **YouMayLikePlayListView()**  Appends to TAG for logging and passes MainActivity to parent. |
| boolean | **isAvailable()**  Returns boolean – whether the list view is selected  Returns whether the you may like list view is selected. |
| void | **setAvailable()**  Sets you may like list view as selected. |
| void | **RequestPlayListByThread()**  Creates and starts the thread for fetching the you may like song list from the database. |
| void | **RefreshListView()**  Starts the thread to download the playlist images. Creates an adapter to populate the list view. |
| void | **Init()**  Initializes the you may like playlist list view by calling RefreshListView. Sets the onItemClickListener to play the selected video when an item on the list view is pressed. |

# uicomponent.station.SearchStationListAdapter

This is the adapter used to populate the search station list.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
|  | **StationListAdapter** **(Context context, ArrayList<Map<String, String>> station\_info, String[] from, int[] to)**  context – a Context instance  station\_info – list of all the stations’ information  from – array of the map keys to select data from  to – array of view Ids to assign the data to  Appends UIComponent. to TAG and calls the parent constructor. |
| View | **getView** **(int position, View convertView, ViewGroup parent)**  position – the position of the view in the ListView  convertView – the view to use  parent – the parent ViewGroup  Returns View – the view at the position in the ListView  Inflates the view if it does not exist and sets the station’s name and the subscribe button to the views. The view is then returned. |

# uicomponent.station.SearchStationListView

This class holds the list view for the station search results.

## Fields

|  |  |  |
| --- | --- | --- |
| ListView | SearchStationListview | the list view for the station search results |
| TextView | noSearchResults | the TextView to show when there are no results |
| boolean | hasResults | whether there are any results |

## Functions

|  |  |
| --- | --- |
|  | **SearchStationListView()**  Appends to TAG for logging. |
| void | **Init()**  Logs Init() and initially hides the search station view. |
| void | **RefreshListView()**  Creates the adapter to populate the station search results. If there are no results, the no results text view is shown. |

# uicomponent.station.StationCancelButton

This class models a station cancel button. This cancels a station playing and turns the first tab in the tab host back into You May Like.

## Fields

|  |  |  |
| --- | --- | --- |
| ImageView | stationCancelImage | the image view used to hold the cancel station image |

## Functions

|  |  |
| --- | --- |
|  | **StationCancelButton()**  Appends to TAG for logging. |
| void | **Init()**  Initializes the station cancel button and sets the onClickListener to convert the tab host’s first tab back into the You May Like playlist. |

# uicomponent.station.StationListAdapter

This is the adapter used to populate the station list.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
|  | **StationListAdapter** **(Context context, ArrayList<Map<String, String>> station\_info, String[] from, int[] to)**  context – a Context instance  station\_info – list of all the stations’ information  from – array of the map keys to select data from  to – array of view Ids to assign the data to  Appends UIComponent. to TAG and calls the parent constructor. |
| View | **getView** **(int position, View convertView, ViewGroup parent)**  position – the position of the view in the ListView  convertView – the view to use  parent – the parent ViewGroup  Returns View – the view at the position in the ListView  Inflates the view if it does not exist and sets station’s image. The view is then returned. |

# uicomponent.station.StationListView

This class models the station list view.

## Fields

|  |  |  |
| --- | --- | --- |
| ListView | StationListView | the list view used to hold the station search results |
| TextView | noStations | the TextView to show if there are no stations |

## Functions

|  |  |
| --- | --- |
|  | **StationListView()**  Appends to TAG for logging. |
| void | **Init()**  Initializes the station search list view and sets the onItemClickListener. The listener calls the RequestPlayListByThread to get the station songs and shows the StationPlayListFragment. The first song is then played. |
| void | **RefreshListView()**  Creates the adapter if necessary for the station list view and refreshes the list view. |
| void | **RequestStationByThread()**  Creates and starts the thread to fetch the selected station. |
| void | **CreateStationByThread(String stationName)**  stationName – the station name  Creates and starts the thread to create the station. |
| ArrayList<Drawable> | **RequestStationImageListByThread(List<Map<String, String>> song\_info)**  song\_info – the list of song information  Starts GetStationImageListThread to retrieve the station images and returns them in a map. |

# uicomponent.station.StationSearchView

This class models the search view in the action bar that is used to search for stations.

## Fields

|  |  |  |
| --- | --- | --- |
| SearchView | topSearchView | the SearchView view used for searching stations |

## Functions

|  |  |
| --- | --- |
|  | **StationSearchView()**  Appends to TAG for logging. |
| void | **Init()**  Initializes the station search view. Sets an onQueryTextListener to listen for when the search button is submitted. Also sets the setOnCloseListener to reshow the station list when searching is exited. |
| void | **RequestSearchStationResultByThread** **()**  Creates and starts the thread responsible for searching for stations by retrieving data from the database. |

# thread.ChangeLanguageThread

This thread changes the language of the video selection algorithm. ALL means both English and Chinese videos. ENG means English videos. CHN means Chinese videos.

## Functions

|  |  |
| --- | --- |
|  | **ChangeLanguageThread()**  Appends to TAG for logging and sets the Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Implemented from parent abstract class. Not used. |

# thread.CreateStationThread

This thread creates the station chosen from the station search view.

## Functions

|  |  |
| --- | --- |
|  | **CreateStationThread()**  Appends to TAG for logging and sets the Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Implemented from parent abstract class. Not used. |

# thread.FacebookLogoutThread

This thread logs the user out of FaceBook. THIS THREAD IS PROBABLY NOT NECESSARY ANYMORE.

LoginManager loginManager = LoginManager.getInstance();

loginManger.logOut();

The above code should be sufficient for logging out.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
|  | **FacebookLogoutThread()**  Does nothing. |
| void | **run()**  The function that is run when the thread starts. Simply logs the user out of FaceBook. |

# thread.GetArtistImageThread

This thread retrieves all the images in a song list and stores the Drawables.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| ArrayList<Drawable> | artistImages | the list of artist images |
| ArrayList<Map<String, String>> | artistsList | the list of maps holding the artist images’ url |

## Functions

|  |  |
| --- | --- |
|  | **GetArtistImageThread(ArrayList<Drawable> artistImages, JSONArray imageUrls)**  artistImages – the ArrayList to store the download images  imageUrls – the JSONArray holding all the URLs to retrieve the images  Stores the parameters in fields. Initializes the artistsList. |
| void | **run()**  Calls the cache’s getImageFromCache function and stores the downloaded images in artistImages. |

# thread.GetBuddyFeedThread

This thread retrieves the buddy feed JSON strResponse.

## Functions

|  |  |
| --- | --- |
|  | **GetBuddyFeedThread(String User\_id, String Extra)**  User\_id – the user’s id  Extra – nothing  Stores the user’s id and appends to TAG and Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the BuddyFeed class. |

# thread.GetImageListThread

This Runnable is used in a thread to gather the images for a song list and stores the Drawable images in a map.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| ArrayList<Drawable> | ImageView\_List | used to store the Drawable images for the song list |
| List<Map<String, String>> | song\_info | the song list information |

## Functions

|  |  |
| --- | --- |
|  | **GetImageListThread()**  Initializes the thread. |
| ArrayList<Drawable> | **getImageView\_List()**  Returns ArrayList<Drawable> - the map holding all the video Drawables  Returns the list of video images. |
| void | **run()**  Gets the image from the cache and stores them in ImageView\_List. |

# thread.GetMusicBuddyThread

This thread retrieves the music buddy JSON strResponse.

## Functions

|  |  |
| --- | --- |
|  | **GetMusicBuddyThread(String User\_id, String Extra)**  User\_id – the user’s id  Extra – nothing  Stores the user’s id and appends to TAG and Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the MusicBuddy class. |

# thread.GetNewSongDataThread

This thread retrieves information for the currently playing song, such as the user’s rating for the song.

## Functions

|  |  |
| --- | --- |
|  | **GetNewSongDataThread()**  Appends to TAG for logging and sets the Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the CurrentSong class. |

# thread.GetOneRecSongThread

This thread retrieves one recommended song from the database. Used when the user likes a song on the you may like list.

## Functions

|  |  |
| --- | --- |
|  | **GetOneRecSongThread(String userId, String url)**  userId – the user Id  url – the url  Calls the parent constructor and appends to TAG and Url. |
| void | **run()**  Retrieves the song data from the database, sets the response, and converts the response into data. Allows this thread to be run asynchronously. |
| void | **setResponse()**  Sets the HTTP strResponse to the YouMayLikeSongList class. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |

# thread.GetProfilePicThread

This thread retrieves the user’s Facebook profile picture.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
| void | **run()**  Retrieves the user’s profile picture from Facebook. |

# thread.GetRecBuddyThread

This thread retrieves the recommended buddy JSON strResponse.

## Functions

|  |  |
| --- | --- |
|  | **GetRecBuddyThread(String User\_id, String Extra)**  User\_id – the user’s id  Extra – nothing  Stores the user’s id and appends to TAG and Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the RecBuddy class. |

# thread.GetSearchStationThread

This thread retrieves the station search results from the database.

## Functions

|  |  |
| --- | --- |
|  | **GetSearchStationThread(String User\_id, String searchStr)**  User\_id – the user Id  searchStr – the search query  Calls the parent constructor and appends to TAG and Url. |
| void | **setResponse()**  Sets the HTTP strResponse to the SearchStationList class. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |

# thread.GetStationImageListThread

This thread retrieves a station’s images.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| ArrayList<Drawable> | ImageView\_List | the map holding all the images |
| List<Map<String, String>> | song\_info | the list of all song information |

## Functions

|  |  |
| --- | --- |
|  | **GetStationImageListThread(List<Map<String, String>> song\_info, Context context)**  song\_info – the list of song information  context – a Context instance  Initializes fields and stores parameters in fields. |
| ArrayList<Drawable> | **getImageView\_List()**  Returns ArrayList<Drawable> - the list of station images  Returns ImageView\_List. |
| void | **run()**  Gets the images from the cache and stores them in ImageView\_List. |

# thread.GetStationSongsThread

This thread retrieves a station’s songs.

## Functions

|  |  |
| --- | --- |
|  | **GetStationSongsThread()**  Appends to TAG for logging and sets the Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the StationSongList class. |

# thread.GetStationThread

This thread retrieves the matching stations for the search query in the station search view.

## Functions

|  |  |
| --- | --- |
|  | **GetStationThread()**  Appends to TAG for logging and sets the Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the StationList class. |

# thread.GetUserProfilePicture

This thread retrieves the profile pictures from a list of user ids.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| ArrayList<Drawable> | userPicture | the list to store the user profile pictures |
| List<Map<String, String>> | userIDMap | the list of maps to use for the cache image retrieval function |

## Functions

|  |  |
| --- | --- |
|  | **GetUserProfilePicture(ArrayList<Drawable> userPicture, ArrayList<String> userID)**  userPicture – the list to store the images in  ArrayList<String> - the list of user ids  Appends to TAG and stores the parameters in the fields. |
| void | **run()**  Grabs the profile pictures from the cache. |

# thread.GetYouLikedSongAndUserDataThread

This thread retrieves the user’s you liked songs.

## Functions

|  |  |
| --- | --- |
|  | **GetYouLikedSongAndUserDataThread()**  Appends to TAG for logging and sets the Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the YouLikedSongList class. |

# thread.GetYoumaylikePlayListThread

This thread retrieves the data for the you may like play list.

## Functions

|  |  |
| --- | --- |
|  | **GetYoumaylikePlayListThread()**  Appends to TAG for logging and sets the Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Sets the HTTP strResponse to the YouMayLikeSongList class. |

# thread.MvRockThreadObject

This abstract class is the model for most of the MvRock threads. Depending on the connected PHP file, this thread either stores data in the database or retrieves information from it as a String which can be used to create a JSONArray.

## Fields

|  |  |  |
| --- | --- | --- |
| String | HOST | the Poly wanlab url |
| String | PATH | the directoy in the Poly wanlab to use |
| String | TAG | for logging |
| List<NameValuePair> | params | the parameters used to connect to the PHP file |
| String | User\_id | the user’s Id |
| String | Extra | a field to store extra information |
| String | Url | used to store the path to the PHP and later concatenated into the full url |
| String | strResponse | the information retrieved from the database; can be used to create a JSONArray |

## Functions

|  |  |
| --- | --- |
|  | **MvRockThreadObject()**  Initializes the fields. |
| void | **run()**  Creates the full url from HOST, PATH, and Url and connects to it. Stores the response if any to strResponse. |
| void | **setParams()**  Abstract function that must be implemented by children. Used to set the parameters needed for post. |
| void | **setResponse()**  Abstract function that must be implemented by children. Used to set the HTTP response to the correct to be turned into a JSONArray later. |

# thread.RemoveStationThread

This thread removes the station.

## Functions

|  |  |
| --- | --- |
|  | **RemoveStationThread(String stationName, String User\_id)**  stationName – the station’s name  User\_id – the user’s name  Calls parent constructor and appends to TAG and Url. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Does nothing. |

# thread.ReportThread

This thread reports the video. The PHP file subsequently sends an email notification to the MvRock email address.

## Functions

|  |  |
| --- | --- |
|  | **RemoveStationThread(String userId, String songUrl, String comment)**  userId – the user Id  songUrl – the YouTube video Id  comment – the user’s comment on the problem  Calls parent constructor and appends to TAG and Url. Stores parameters. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Does nothing. |

# thread.SetCommentThread

This thread stores the user’s new comment in the database.

## Fields

|  |  |  |
| --- | --- | --- |
| String | songUrl | the YouTube video Id |
| String | replyTo | the person being replied to |

## Functions

|  |  |
| --- | --- |
|  | **SetCommendThread(String User\_id, String Extra, String songUrl, String replyTo)**  User\_id – the user Id  Extra – the comment  songUrl – the YouTube video Id  replyTo – the person being replied to  Stores parameters in fields. |
| void | **run()**  Calls parent run. |
| void | **setResponse()**  Does nothing. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |

# thread.SetRatingThread

This thread stores the user’s rating in the database when they press either the thumbs up or thumbs down button.

## Fields

|  |  |  |
| --- | --- | --- |
| int | rating | the rating to set; neutral is 0; liked is 1; disliked is -1 |

## Functions

|  |  |
| --- | --- |
|  | **SetRatingThread(String User\_id, String Song\_Url, int rating)**  User\_id – the user Id  Song\_Url – the YouTube video Id  rating – the rating  Appends to TAG for logging and sets the Url. Stores parameters. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Not used. |

# thread.SetShareThread

This thread shares the video by setting it to be shared in the database.

## Fields

|  |  |  |
| --- | --- | --- |
| String | fromChannel | The index where the video came from |

## Functions

|  |  |
| --- | --- |
|  | **SetShareThread(String User\_id, String Song\_Url, String fromChannel)**  User\_id – the user Id  Song\_Url – the YouTube video Id  fromChannel – the index where the video came from  Appends to TAG for logging and stores the parameters. |
| void | **setParams()**  Sets the parameters for post when the thread connects to the PHP file. |
| void | **setResponse()**  Not used. |

# model.buddy.BuddyFeed

This class models the buddy feed. It holds all the user’s buddies.

## Fields

|  |  |  |
| --- | --- | --- |
| Set<String> | musicBuddy | the set holding all the user buddies’ usernames |

## Functions

|  |  |
| --- | --- |
|  | **BuddyFeed()**  Initializes the musicBuddy field and appends to TAG. |
| void | **convertData()**  Retrieves the user buddies’ usernames from the JSON strResponse and adds them to the set |

# model.buddy.MusicBuddy

This class models a music buddy (MvRock friend).

## Fields

|  |  |  |
| --- | --- | --- |
| ArrayList<String> | userName | the list holding all the user buddies’ usernames |
| ArrayList<String> | uID | the list holding all the user’s buddies’ user ids |
| ArrayList<String> | vip | the list holding all the user’s buddies’ vip data |

## Functions

|  |  |
| --- | --- |
|  | **MusicBuddy()**  Initializes the fields and appends to TAG. |
| void | **convertData()**  Retrieves the user’s buddies’ information from the JSON strResponse and stores them in the fields |

# model.buddy.RecBuddy

This class models a recommended buddy.

## Fields

|  |  |  |
| --- | --- | --- |
| ArrayList<String> | buddyName | the list holding the buddies’ names |
| ArrayList<String> | buddyUid | the list holding the buddies’ user ids |

## Functions

|  |  |
| --- | --- |
|  | **RecBuddy()**  Initializes the fields and appends to TAG. |
| void | **convertData()**  Converts information from strResponse and stores them in the fields. |

# model.buddy.User

This class models a user. It is used to hold user information.

## Fields

|  |  |  |
| --- | --- | --- |
| AccessToken | accessToken | the session’s access token |
| Profile | profile | the user’s profile |
| String | User\_Id | holds the user id |
| String | User\_Name | holds the username |
| Drawable | User\_Profile\_pic | holds the user’s profile picture |
| int | skin | the index of the skin; not used |
| int | language | the index of the you may like videos’ language |
| int | accuPoint | the index of the accuPoint; not used |

## Functions

|  |  |
| --- | --- |
|  | **User()**  Initializes all the User fields. |
| void | **getProfilePicByThread()**  Creates and starts the thread that retrieves the user’s profile picture from Facebook. |
| void | **getUserDataByThread()**  Creates and starts the thread that retrieves the user’s information from the database |
| void | **convertData()**  Converts the strResponse from getUserDataByThread into skin, language, and accuPoint. |

# model.song.CurrentSong

This class holds information for the current song. It holds whether or not the user liked or disliked the current song.

## Fields

|  |  |  |
| --- | --- | --- |
| boolean | isLikedIconPressed | whether the user liked the video |
| boolean | isDislikedIconPressed | whether the user disliked the video |
| boolean | isShared | whether the user shared the video |
| boolean | hasSentSong | whether the user sent this song recently |
| boolean | isReported | whether the user reported the video recently |
| boolean | isChanged | if the current song changed |
| boolean | isArtistSubscribed | whether the user has subscribed to the artist |
| int | currentMVIndex | the current song index |
| String | url | the current video YouTube Id |
| String | songName | the current video’s name |
| String | artistName | the current artist’s name |
| String | rootShareUserId | the user that originally shared the video |
| int | currentTime | the current time of video playback |
| ReasonOption | reason | the reason the video is recommended; used for you may like videos |
| int | numberOfComments | the number of comments for the video |
| int | numLikes | the number of likes for the video |
| int | numDislikes | the number of dislikes for the video |
| int | songId | the song id of the video in the MvRock database |
| ArrayList<String> | commentAuthor | the list holding all the comments’ usernames |
| ArrayList<String> | commentContent | the list holding all the comments’ content |
| ArrayList<String> | commentTime | the list holding all the comments’ time |
| ArrayList<String> | authorID | the list holding all the comments’ user ids |
| Drawable | artistImage | the current artist’s image |

## Functions

|  |  |
| --- | --- |
|  | **CurrentSong()**  Initializes all the CurrentSong fields. |
| void | **convertData()**  Extracts the data from strResponse. Gathers the number of comments, the comments information, the rating, the number of likes, the number of dislikes, whether the user has shared the video, comment information, etc. |

# model.songlist.SearchStationList

This class models the station search results.

## Fields

|  |  |  |
| --- | --- | --- |
| ArrayList<Map<String, String>> | searchStationArrayList | holds all station results |
| int[] | subscribeList | holds whether the corresponding station in searchStationArrayList is subscribed or not; 0 is not subscribed, 1 is subscribed |

## Functions

|  |  |
| --- | --- |
|  | **SearchStationList()**  Initializes all fields. |
| void | **convertData()**  Extracts all the stations search results from strResponse. Also fills subscribeList with 0s and 1s depending on the subscribe status of each station. |

# model.songlist.SongList

This abstract class models a song list. It holds song information for a playlist and the images for the songs.

## Fields

|  |  |  |
| --- | --- | --- |
| ArrayList<Drawable> | imageViewList | holds the songs Drawable images |
| ArrayList<Map<String, String>> | songArrayList | holds all the song information |
| ArrayList<Drawable> | artistImages | holds the artist images |

## Functions

|  |  |
| --- | --- |
|  | **SongList()**  Initializes all the SongList fields. |
| void | **convertData()**  Abstract method for all children to implement. It is used to extract information from strResponse, which is usually a JSONObject or JSONArray. |

# model.songlist.StationList

This class models a station list. This holds all the user’s stations.

## Fields

|  |  |  |
| --- | --- | --- |
| ArrayList<Map<String, String>> | stationArrayList | the list holding all the user’s stations |
| ArrayList<Drawable> | stationImageArrayList | the list holding all the station images |

## Functions

|  |  |
| --- | --- |
|  | **StationList()**  Appends to TAG and initializes the fields. |
| void | **convertData()**  Extracts the user’s stations and station image URLs from strResponse. |
| void | **createStationByThread(String stationName)**  stationName - station’s name  Starts the thread to create the station. |
| void | **removeStationByThread(String stationName)**  stationName - station’s name  Starts the thread to remove the station. |
| boolean | **isSubscribed(String station)**  station- station’s name  Returns whether the user has subscribed to the station. |

# model.songlist.StationSongList

This class models a station song list. This holds a stations list of songs.

## Functions

|  |  |
| --- | --- |
|  | **StationSongList()**  Appends to TAG. |
| void | **convertData()**  Extracts all the station song information from strResponse and stores them in songArrayList. |

# model.songlist.YouLikedSongList

This class models a you liked song list. This holds all the user’s liked songs.

## Functions

|  |  |
| --- | --- |
|  | **YouLikedSongList()**  Appends to TAG. |
| void | **convertData()**  Extracts all the you liked song information from strResponse and stores them in songArrayList. Starts the thread to get all the artist images. |

# model.songlist.YouMayLikeSongList

This class models a you may like song list. This holds song recommendations for MvRock.

## Functions

|  |  |
| --- | --- |
|  | **YouMayLikeSongList()**  Appends to TAG. |
| void | **convertData()**  Extracts all the you may like song information from strResponse and stores them in songArrayList. Starts the thread to get all the artist images. |
| void | **convertOneRecSongData()**  Extracts the one recommended song data from strReponse and adds it the you may like list. |

# model.Cache

This class models the cache. It is used to retrieve cached song image and artist images. If the images are not in the cache, they will be downloaded and then cached.

## Fields

|  |  |  |
| --- | --- | --- |
| DiskLruCache | DiskLruCache | the cache |
| String | TAG | for logging |
| long | timeDifference | the time difference to check before updating the image; if difference between the current time and the last modified time of image is greater than this, the image will be redownloaded |
| long | testTimeDifference | the time difference to use during testing and debugging |

## Functions

|  |  |
| --- | --- |
|  | **Cache()**  Creates the DiskLruCache. |
| void | **getImageFromCache(List<Drawable> ImageView\_List, List<Map<String, String>> song\_info, String prefix, String postfix)**  ImageView\_List – the list to store the Drawable image in  song\_info – the list to retrieve the image url from  prefix – the prefix of the url  postfix – the postfix of the url  Retrieves the images from the cache and stores them in ImageView\_List. Download the images if necessary |
| boolean | **imageNeedUpdate(String key)**  key – the key of the image in the cache  Returns whether the image needs to be updated. |
| Drawable | **getDrawable(DiskLruCache.Snapshot snapshot)**  snapshot – the cache’s snapshot of the image  Returns the Drawable image from the cache’s snapshot. If there is an error, an image failed Drawable will be returned instead. |
| File | **getDiskCacheDir(Context context, String uniqueName)**  context – a Context instance  uniqueName - a uniqueName for the cache directory  Returns a directory for the cache. |
| int | **getAppVersion(Context context)**  context – a Context instance  Returns the app version. |
| boolean | **download(String imageUrl, OutputStream outputStream)**  imageUrl – the url to download the image  outputStream – the stream to output the image data to  Downloads the image. Returns whether the download was successful. |
| String | **hashKeyForDisk(String key)**  key – the song url  Returns a MD5 key for the songUrl to be used in the cache as a key/value pair. |
| String | **bytesToHexString(byte[] bytes)**  bytes – the array of bytes  Returns the hex of the array of bytes. |

# model.DataInitialization

This class starts some threads concurrently for faster startup time.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |

## Functions

|  |  |
| --- | --- |
|  | **DataInitialization()**  Sets the Tag and calls init(). |
| void | **Init()**  Starts GetStationThread, GetYouLikedSongAndUserDataThread, GetYoumaylikePlayListThread, GetStationSongsThread, GetMusicBuddyThread, GetRecBuddyThread, and GetBuddyFeedThread concurrently. Also sets their strResponses and converts their data. |

# model.LanguageOption

This class holds the integer values corresponding to the you may like videos’ language options.

## Fields

|  |  |  |
| --- | --- | --- |
| int | ALL | (3) – value for all languages |
| int | ENG | (1) – value for English |
| int | CHN | (2) – value for Chinese |

# model.MvRockModel

This class holds all the static MvRock model objects for easy access.

## Fields

|  |  |  |
| --- | --- | --- |
| DataInitialization | dataInitialization | holds an instance |
| PlayListOption | playListOption | holds an instance |
| YouLikedSongList | YouLikedSongList | holds an instance |
| YouMayLikeSongList | YouMayLikeSongList | holds an instance |
| StationSongList | StationSongList | holds an instance |
| String | CurrentStation | holds the current station name |
| StationList | StationList | holds an instance |
| SearchStationList | SearchStationList | holds an instance |
| CurrentSong | CurrentSong | holds an instance |
| MusicBuddy | MusicBuddy | holds an instance |
| Cache | cache | holds an instance |
| RecBuddy | RecBuddy | holds an instance |
| BuddyFeed | BuddyFeed | holds an instance |
| User | User | holds an instance |

# model.MvRockModelObject

This abstract class is a template for MvRock models. Children must implement convertData to convert strResponse into useful data.

## Fields

|  |  |  |
| --- | --- | --- |
| String | TAG | for logging |
| String | strResponse | the HTTP response to create a JSON object to extract information |

## Functions

|  |  |
| --- | --- |
|  | **MvRockModelObject()**  Appends to TAG and initializes fields. |
| void | **setHttpResponse(String strResponse)**  strResponse – the HTTP response  Sets the HTTP response to strResponse. |
| void | **convertData()**  Abstract method for the children to implement. It will be used to convert strResponse to a JSON object and extract information from it. |

# model.PlayListOption

This enum stores the type of playlists. It is used for isAvailable and setAvailable in playlist list view classes.

## Types

|  |  |
| --- | --- |
| YOU\_MAY\_LIKE\_LIST | 0 |
| YOU\_LIKED\_LIST | 1 |
| STATION\_LIST | 2 |

## Functions

|  |  |
| --- | --- |
|  | **PlayListOption(int option)**  option – the PlayListOption  Stores option in the option field. Unused. |
| String | **toString()**  Returns String – the enum as a String  Returns the enum as a String. |

# model.ReasonOption

This enum represents the reason for why MvRock recommends the video in the you may like list.

## Types

|  |  |
| --- | --- |
| None | 0 |
| Random | 1 |
| YouLikedBefore | 2 |
| Personalized | 3 |

## Functions

|  |  |
| --- | --- |
|  | **ReasonOption(String option)**  option – the ReasonOption  Stores option in the option field. Unused. |
| String | **toString()**  Returns String – the enum as a String  Returns the enum as a String. |